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| **Name:** | Bodhisatya Ghosh |
| **Class:** | CSE DS |
| **Batch:** | B |
| **UID:** | 2021700026 |
| **Experiment:** | 9 |

**Aim**: Write a program for preventing race conditions and deadlock avoidance for the banker’s algorithm as follows. OS has various resources. Customer will request the particular resource. The OS will release and grant the product only if it leaves the system in safe state. A request that leaves the federation in an unsafe state will be denied. Take the Allocation and Available from user. Print the Allocation, Max and Available. Find and print the Need. Find the safe sequence if any and print it and tell whether federation is in safe state or not. Take a request from user and tell whether this request will be granted immediately or not.  
  
**Code:**

#include <stdio.h>

#include <stdlib.h>

int alloc[5][3];

int maxneed[5][3];

int remneed[5][3];

int total[3];

int avail[3];

int processed[5]={0};

void initialize(int alloc[5][3], int total[3], int maxneed[5][3], int remneed[5][3])

{

    for(int k=0;k<3;k++) //total resources matrix

    {

        printf("Enter number of total RESOURCE %d instances: ",k+1);

        scanf("%d",&total[k]);

        avail[k]=total[k];

    }

    for(int i=0;i<5;i++)

    {

        printf("ALLOCATION for PROCESS %d:\n",i+1);

        for(int j=0;j<3;j++)

        {

            printf("Enter number of RESOURCE %d instances that are being used: ",j+1);

            scanf("%d",&alloc[i][j]);

        }

        printf("\n");

    }

    for(int i=0;i<5;i++) //max need matrix

    {

        printf("Maximum needed instances for PROCESS %d:\n",i+1);

        for(int j=0;j<3;j++)

        {

            printf("Enter MAX number of RESOURCE %d instances that will be needed: ",j+1);

            scanf("%d",&maxneed[i][j]);

        }

    }

    printf("Calculating number of REMAINING NEEDE resources\n");

    for(int i=0;i<5;i++) //calculating remaining need matrix

    {

        for(int j=0;j<3;j++)

        {

            remneed[i][j]=maxneed[i][j]-alloc[i][j];

        }

    }

}

void print\_1darray(int n,int arr[n])

{

    for(int i=0;i<n;i++)

    {

        printf("%d ",arr[i]);

    }

    printf("\n");

    printf("\n");

}

void print\_2darray(int m, int n, int arr[m][n])

{

    for(int i=0;i<m;i++)

    {

        printf("P%d: ",i+1);

        for(int j=0;j<n;j++)

        {

            printf("%d ",arr[i][j]);

        }

        printf("\n");

    }

    printf("\n");

}

void print(int alloc[5][3], int total[3], int maxneed[5][3], int remneed[5][3])

{

    printf("Total resources: \n");

    print\_1darray(3,total);

    printf("Allocated: \n");

    print\_2darray(5,3,alloc);

    printf("Max needed: \n");

    print\_2darray(5,3,maxneed);

    printf("Remaining needed: \n");

    print\_2darray(5,3,remneed);

}

int request(int num)

{

    int flag=1;

    for(int i=0;i<3;i++)

    {

        if(remneed[num][i]>avail[i])

        {

            return 0;

            //printf("Request cannot be granted");

            //break;

        }

    }

    return 1;

    /\*if(flag==1)

    {

        printf("Request can be granted");

    }\*/

}

void grant(int num)

{

    for(int i=0;i<3;i++)

    {

        avail[i]=avail[i]+alloc[num][i];

        alloc[num][i]=0;

        remneed[num][i]=0;

    }

}

void safesequence()

{

    int conf=0,granted=0;

    for(int a=0;a<5;a++)

    {

        if(request(a))

        {

            conf++;

        }

    }

    if(conf==0)

    {

        printf("No safe sequence");

    }

    else

    {

        printf("Safe sequence is: ");

        while(granted<5)

        {

            for(int i=0;i<5;i++)

            {

                if(processed[i])

                {

                    continue;

                }

                if(request(i))

                {

                    grant(i);

                    printf("P%d -->",i);

                    processed[i]=1;

                    granted++;

                }

            }

        }

    }

}

void main()

{

    int customer;

    initialize(alloc,total,maxneed,remneed);

    print(alloc,total,maxneed,remneed);

    for (int i = 0; i < 3; i++)

    {

        for (int j = 0; j < 5; j++)

        {

            avail[i]=avail[i]-alloc[j][i];

        }

    }

    safesequence();

    /\*printf("Enter PROCESS NUMBER which will request resources: ");

    scanf("%d",&customer);\*/

}

**Output:**

**![](data:image/png;base64,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)  
  
Conclusion:** In this experiment we have learnt how to implement banker’s algorithm.